**Red Programming Language**
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**1 Brief History**

Red was first introduced in 2011 by developer Nenad Rakocevic [1]. Rakocevic began programming as a teenager but was unhappy with the what he felt were overly-complicated languages and tools. In 1999 Rakocevic discovered a Lisp-derivative language called Rebol, which he felt was a much simpler alterative to other popular languages of the time. However, Rebol was a closed-source language, which meant that the community could not contribute to improvements, and that updates were slow.

Rakocevic felt that competitor languages such as Perl, Python, and Ruby were only becoming popular because they were open-source. This allowed faster updates, crowdsourced improvements, and greater community engagement. Frustrated with this paradigm, Rakocevic began work on an open-source variant of Rebol that he called Red [2].

Work officially began in 2011, when the project was officially launched [1]. Rakocevic originally meant for Red to be a statically-typed subset of Rebol, and for it to have only been compiled and not interpreted. Rakocevic believed these goals could be met within a year. As more users began gathering around the project, Rakocevic realized that he had to expand his development plan. He added a roadmap to make Red into a more dynamic language, with new features added along the way. Shortly thereafter accepted sponsorship from the Chinese company Innovation Works, as up until this point he had been funding the project on his own.

Though work began in 2011, Red is still very much a new language. It is currently in version 1.1, and still has a great deal of work to be done. The developers have completed the system compiler, lexical scanner, and the interpreter. However, they are still working on garbage collection, datatypes, I/O, GUI support, the backends, and more [3]. That being said, the language is currently Turing-complete and usable, and is already being used by a small group of early adopters and fans [2].

**2 General Language Overview**

A general language overview: paradigm, syntax, purpose, common uses, etc.

(This section was written for “history” but ended up being more appropriate for general overview.)

Red is designed to be a “full stack” programming language. That is, while other languages are designed for specific uses, Red is meant to be a general-purpose programming solution [3]. It is meant to be used for any programming tasks, everything from low-level system work to high-level scripting. It is a language that is human-friendly and understandable. It is homoiconic, which means it is its own meta-language and data-format. Red is a functional, imperative language, and supports reactive and symbolic programming. It also uses prototype-based object support and has a low memory footprint [1].

**3 Language Evaluation**

Sebesta’s Concepts of Programming Languages gives us a set of criteria for evaluating languages, divided generally among readability, writability, and reliability. Though the criteria themselves are somewhat controversial, they are useful to begin a discussion on the merits and drawbacks of a language [5]. We have chosen three such criteria here as a starting point on the characteristics of Red.

**3.1 Simplicity**

A great strength of Red is its simplicity. All of its data types are straightforward and well-defined, and it does not have a tremendous number of language constructs. Feature multiplicity is also limited, as basic operations can only be accomplished in one way. As a comparison, Java has four ways to increment a variable, while Red only has one. Operator overloading is also not supported. While removing adds to simplicity, it is arguable whether or not removing this feature is a positive or a negative. As the language is still in development, it remains to be seen if more complexity will be added. For now, Red remains a very straightforward and intuitive language.

**3.2 Data Types**

Red is a language heavily built upon data types. Just as everything in Python is an object, everything in Red is a data type. Even data types are data types. Red programs can be viewed as a chain of “words”, where a word may describe data or an action. During runtime, Red classifies every world as a specific datatype. Some of Red’s data types are common and self-evident, like “none!”, “string!”, and “integer!” Others are more complicated and obscure, such as “word!”, the default data type assigned to a word upon creation. Even the author of Red’s documentation admits that the language has more data types than most people care about.

Red’s data types are all clearly named, and it is easy to tell their purpose by looking at them. “string!” defines a string, “integer!” an integer, “image!” an image, and “tuple!” a tuple. The only exceptions I see are with “none!” and “logic!”. “none!” is an equivalent to “null” in other languages. While null is an important type, other languages use the word “none” to describe an empty variable, with “null” being something else entirely. This naming may lead to confusion among programmers coming from other languages.

The “logic!” type also has the potential for confusion. This type is meant as a replacement for Boolean operations (true or false), but also recognizes “on/off” and “yes/no”. It is difficult to see if this will allow for more creative uses of the type or if it will just lead to confusion and odd syntax exceptions.

**4 Strengths and Weaknesses of the Language**

Put an introduction here, or just scrap the subtopics and make it one section.

**4.1 Strengths**

Blah

**4.2 Weaknesses**

Blah

**5 Individual Opinions**

Your individual, overall opinions of the language, supported by explanations. Each person separately.

**5.1 Sean’s Opinion**

Red feels like a project that is overly ambitious. While it is interesting to see a functional language that is so straightforward and simple to pick up, it is difficult to praise a project that is six years over schedule. Feature creep and limited development resources have dragged a project on that should have been finished in 2012. Rakocevic designed the language to be a replacement of Rebol, which suffered from infrequent updates and lack of open-source support. Since then, Rebol has opened itself to the open-source community, and Red struggles to meet its milestones. This is not totally surprising, as Rakocevic shifted his vision of the language as “one tool for any job.” I fear this has put too much pressure on Red’s developers and has created a grand imagining that will never be fully realized.

**5.2 Luke’s Opinion**

Blah

**6 Errata**

Anything else worth mentioning about the language. Can remove.

**7 Conclusion**

Brief wrap-up. Should probably not remove.

**8 Works Cited**

Use the built-in tools.